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The book you are currently reading is the collaborative effort of David and Jan-Hendrik and represents the accumulated knowledge of the authors use of PowerShell in corporate environments, ranging from medium-sized businesses to large international organizations. We will examine the past, present, and future of PowerShell and guide you through your journey of becoming a DevOps and security-minded PowerShell professional through dedicated chapters on security, DevOps, advanced scripting techniques, and accessing cloud resources.



            

            
        
    
        

                            
                    Who this book is for

                
            
            
                
This book is intended for IT professionals and developers who have already taken their first steps with PowerShell and now want to unlock their full potential. IT professionals and developers looking to automate simple to complex tasks will find this book useful as well. But even seasoned PowerShell users will find worthwhile information, as we deep-dive into many different topics throughout the book, such as performance and security.



            

            
        
    
        

                            
                    What this book covers

                
            
            
                
Chapter 1, Current PowerShell Versions, introduces Windows PowerShell and PowerShell Core and gives you a general overview of the past, present, and future of PowerShell.

Chapter 2, PowerShell ISE Versus VSCode, compares the different editors that are capable of editing and executing PowerShell code. We compare PowerShell ISE and VSCode comprehensively; VSCode is the de facto successor to PowerShell ISE.

Chapter 3, Basic Coding Techniques, goes over the basics of PowerShell scripting, such as cmdlets, using the pipeline, and PowerShell's type system. We will look into different language keywords and operators to get you going.

Chapter 4, Advanced Coding Techniques, extends your knowledge by examining the performance of pipeline operations, enabling you to interact with web services and giving you full control of the formatting and type system that is built into PowerShell.

Chapter 5, Writing Reusable Code, introduces you to a set of best practices when developing code and demonstrates the use of functions and modules. We will start looking at version control systems and digitally signed code as well.

Chapter 6, Working with Data, shows you how to work with different kinds of data in PowerShell, from accessing the registry to developing a class and using JSON in your scripts.

Chapter 7, Understanding PowerShell Security, is an in-depth primer on security in PowerShell and the multitude of options that attackers and defenders have to make use of.

Chapter 8, Just Enough Administration, dives into a new feature of Windows PowerShell called Just Enough Administration, in order to apply role-based access control (RBAC) to products that do not have their own RBAC solution in place.

Chapter 9, DevOps with PowerShell, is short introduction to DevOps that focuses on what PowerShell can do to support DevOps scenarios with integrated unit testing and flexibility in a release pipeline.

Chapter 10, Creating Your Own PowerShell Repository, focuses on the package management capabilities of PowerShell by building a NuGet gallery from scratch and showing you how to work with external and internal package sources.

Chapter 11, VSCode and PowerShell Release Pipelines, concentrates on using PowerShell in a CI/CD context with a release pipeline for your code. We show you additional concepts around the pipeline, such as unit testing and source code management, as well as some helpful PowerShell modules.

Chapter 12, PowerShell Desired State Configuration, introduces you to a feature of Windows PowerShell that helps you greatly in following DevOps principles by giving you a way of defining infrastructure as code. We will examine the key components of DSC to prepare you for the deep dive in Chapter 17, PowerShell Deep Dives.

Chapter 13, Working with Windows, concentrates on the components of PowerShell that Windows administrators can leverage to maintain, troubleshoot, and tune their Windows operating system.

Chapter 14, Working with Azure, shows you the capabilities of PowerShell in a cloud context. We will look at how you can use PowerShell with Azure in DevOps and traditional IT scenarios alike.

Chapter 15, Connecting to Microsoft Online Services, goes one step further than the previous chapter and shows you how to connect to other hosted services, such as MSOL, as well, introducing you to Office 365, SharePoint Online, Exchange Online, and Microsoft Teams.

Chapter 16, Working with SCCM and SQL Server, introduces you to the ways of working with System Center Configuration Manager and SQL Server with PowerShell. We will not only dive into the built-in modules, but will also showcase great community-driven modules.

Chapter 17, PowerShell Deep Dives, concentrates on several scenarios that are either seldom used or that are not well documented, such as using DSC in a corporate environment, developing user interfaces in PowerShell, and improved debugging experiences.



            

            
        
    



        

                            
                    To get the most out of this book

                
            
            
                
To get the most out of this book we assume the following prerequisites:


	Basic understanding of structural and procedural programming

	Basic understanding of object-oriented programming

	A machine capable of running PowerShell Core

	For some examples that are inherently related to Windows, a machine capable of running Windows PowerShell, for example, Windows Server 2016 or Windows 10



To follow along with advanced exercises that require access to one or more servers, we also recommend you install and use the AutomatedLab framework. Instructions can be found at https://github.com/automatedlab/automatedlab and in the software and hardware list in this book. AutomatedLab allows you to easily deploy lab infrastructures with several automatically configured services, such as Active Directory Domain Services, Certificate Services, SQL, and much more.



            

            
        
    
        

                            
                    Download the example code files

                
            
            
                
You can download the example code files for this book from your account at www.packtpub.com. If you purchased this book elsewhere, you can visit www.packtpub.com/support and register to have the files emailed directly to you.

You can download the code files by following these steps:


	Log in or register at www.packtpub.com.

	Select the SUPPORT tab.

	Click on Code Downloads & Errata.

	Enter the name of the book in the Search box and follow the onscreen instructions.



Once the file is downloaded, please make sure that you unzip or extract the folder using the latest version of:


	WinRAR/7-Zip for Windows

	Zipeg/iZip/UnRarX for Mac

	7-Zip/PeaZip for Linux



The code bundle for the book is also hosted on GitHub at https://github.com/PacktPublishing/Learn-PowerShell-Core-6.0. In case there's an update to the code, it will be updated on the existing GitHub repository.

We also have other code bundles from our rich catalog of books and videos available at https://github.com/PacktPublishing/. Check them out!
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We also provide a PDF file that has color images of the screenshots/diagrams used in this book. You can download it here: https://www.packtpub.com/sites/default/files/downloads/LearnPowerShellCore6_ColorImages.pdf.
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There are a number of text conventions used throughout this book.

CodeInText: Indicates code words in text, database table names, folder names, filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an example: "In the next screenshot, we are coding in the test.ps1 file."

A block of code is set as follows:

function UsesPipeline
{
    param
    (
        [Parameter(ValueFromPipeline)]
        [string]
        $PipedObject
    )

Any command-line input or output is written as follows:

git clone --recursive https://github.com/PowerShell/PowerShell.git





Bold: Indicates a new term, an important word, or words that you see onscreen. For example, words in menus or dialog boxes appear in the text like this. Here is an example: "Now, install the extension by pressing Install, which you can find on the top right-hand side."

Warnings or important notes appear like this.

Tips and tricks appear like this.
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Feedback from our readers is always welcome.

General feedback: Email feedback@packtpub.com and mention the book title in the subject of your message. If you have questions about any aspect of this book, please email us at questions@packtpub.com.

Errata: Although we have taken every care to ensure the accuracy of our content, mistakes do happen. If you have found a mistake in this book, we would be grateful if you would report this to us. Please visit www.packtpub.com/submit-errata, selecting your book, clicking on the Errata Submission Form link, and entering the details.

Piracy: If you come across any illegal copies of our works in any form on the Internet, we would be grateful if you would provide us with the location address or website name. Please contact us at copyright@packtpub.com with a link to the material.

If you are interested in becoming an author: If there is a topic that you have expertise in and you are interested in either writing or contributing to a book, please visit authors.packtpub.com.
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Please leave a review. Once you have read and used this book, why not leave a review on the site that you purchased it from? Potential readers can then see and use your unbiased opinion to make purchase decisions, we at Packt can understand what you think about our products, and our authors can see your feedback on their book. Thank you!

For more information about Packt, please visit packtpub.com.



            

            
        
    
        

                            
                    Current PowerShell Versions

                
            
            
                
Before we start with the first chapter, we will very briefly discuss the content of this book and its aims. As you know, there are many PowerShell books out there, which also deliver very rich content. But it has been our experience that some topics are missing in most of them. In addition, we recognized new topics, especially coming with the new PowerShell Core v6, but also by addressing more and more security topics and targeting enterprise environments.

Therefore, we want to introduce PowerShell in terms of all of the topics targeting enterprise companies, such as PowerShell Security, Centralization, Release Pipelines, Just Enough Administration (JEA), and more, but also in terms of completely new topics arising from PowerShell Core 6 and the new editing tool, Visual Studio Code. The intention, overall, is to deliver a solid PowerShell book that is a useful resource for beginners, but is also packed full of completely new and reworked content, which even PowerShell professionals might benefit from.

Today, we have a broad number of PowerShell versions available, starting with PowerShell 1 up to the Windows PowerShell 5.1, PowerShell Core 6, and even the PowerShell in Azure Cloud Shell. Most enterprise companies primarily work with PowerShell versions starting from 2 up to 5.1. But, what PowerShell version should you use, and how can each of them be installed and made available? This is what the first chapter is about; its aim is to give you some background information and a good overview of all currently available PowerShell versions, how to install them, and how to use them.

These are the topics we'll be covering in this chapter:


	Historical background

	Overview of different versions of PowerShell

	Windows PowerShell 5.1

	Upgrading to the latest PowerShell version in Windows environments

	PowerShell Core v6

	Differences between Windows PowerShell and PowerShell Core v6

	PowerShell open source

	Goals of PowerShell Core v6

	PowerShell in Azure Cloud Shell

	Future of Windows PowerShell

	How to contribute to the open source project





            

            
        
    
        

                            
                    Technical requirements

                
            
            
                
Most of the examples shown in this book are executed with Windows PowerShell 5.1. You can work with this latest Windows PowerShell version either by just using a Windows 10 machine, or by upgrading the PowerShell version of your current Windows environment. This is described later in this chapter, in the Windows PowerShell 5.1 section.

The following operating systems will be supported: Windows 7 Service Pack 1, Windows 8.1, Windows 10, Windows Server 2008 R2, Windows Server 2012, Windows Server 2012 R2, and Windows Server 2016.

The code for the book can be found at https://github.com/PacktPublishing/Learn-PowerShell-Core-6.0. It includes a folder for each chapter and additional installation instructions.

Some examples use PowerShell Core 6. You can download and install the latest PowerShell Core version at https://github.com/PowerShell/PowerShell/releases.



            

            
        
    
        

                            
                    Historical background

                
            
            
                
Let's start with some historical background. In the year 2002, Jeffrey Snover, the inventor of PowerShell itself, described the Monad Manifesto. Its first public beta release was on June 17, 2005. Monad was described as the next-generation platform for administrative automation, and it leveraged the .NET platform, providing excellent value propositions for application developers, application testers, power users, administrators, and Graphical User Interface (GUI) users:


	Administrators should program faster and more easily—this was provided by having a unified parser and taking over many standard tasks

	Monad should be object-oriented and always accept and return .NET Framework objects and not just text

	It should be possible to execute scripts remotely on many computers

	It should be possible to use GUIs



Afterwards, on April 25, 2006, Monad was renamed Windows PowerShell, and Release Candidate 1 of PowerShell version 1 was released at the same time.

On November 14, 2006, it was announced at TechEd Barcelona, Release Candidate 2 of PowerShell version 1 was finally released to the web for Windows XP SP2, Windows Server 2003 SP1, and Windows Vista.

Version 1.0 is obsolete today.

Starting with version 2, PowerShell was shipped with Microsoft operating systems. Therefore, it is integrated in Windows 7 and Windows Server 2008 R2, and was released for Windows XP with Service Pack 3, Windows Server 2003 with Service Pack 2, and Windows Vista with Service Pack 1.

PowerShell version 2 brought the first substantial change to the PowerShell API, and around 240 additional cmdlets. The creation of new cmdlets was simplified; they could also be written as scripts and combined to modules. PowerShell remoting was made available using WS-Management, and the updateable help, as well as job scheduling, has been introduced.

Starting with this version also, its reputation improved and its number of users increased. One reason for this is the release of the PowerShell Integrated Scripting Environment (ISE), a graphical interface with built-in console:





It is still commonly used today, and we will take a closer look at the available and recommended tools out there in the next chapter.

The next big step was achieved with PowerShell version 3, which is integrated with Windows 8 and Windows Server 2012. It is also available for Windows 7 SP1, Windows Server 2008 SP1, and Windows Server 2008 R2 SP1. It was shipped with Windows Management Framework 3.

Windows Management Instrumentation (WMI) is the infrastructure for management data and operations on Windows-based operating systems.

Open Data Protocol (OData) is an open protocol to allow the creation and consumption of queryable and interoperable RESTful APIs. The Common Information Model (CIM) is an extensible, object-oriented data model. The CIM can be used in combination with the WMI to create classes to manage an enterprise.

Big advantages of version 3 were improved code-writing techniques, such as IntelliSense, and automatic module detection. In addition, the number of cmdlets increased again, and PowerShell continued to gain more popularity. It also introduced major component upgrades and, very notably, the PSReadline integration feature, which enabled Jason Shirk's PSReadline module, which has been part of the core user experience since PS5. The AST was made available, allowing highly complex language parsing and paving the way for several major modules, including the PSScriptAnalyzer module.

The next version, PowerShell version 4.0, is integrated with Windows 8.1 and Windows Server 2012 R2, and has also been made available for Windows 7 SP1, Windows Server 2008 R2 SP1, and Windows Server 2012. Its biggest achievements are the Desired State Configuration, and some scripting enhancements, such as the new syntaxes for Where and ForEach.

Not long ago, PowerShell version 5 was released to the web on February 24, 2016, and is integrated with Windows Management Framework 5.0. The support of Chocolatey's repository-based package management was accomplished with new integrated cmdlets. To appeal to developers and administrators alike, classes such as .NET classes were added as well. Additionally, many improvements on DSC were introduced, such as the authoring of DSC resources using PowerShell classes. This version is a major milestone, with various new features and language extensions.

And lastly, PowerShell version 5.1 was released on August 2, 2016, and is integrated with the Windows 10 Anniversary Update and Windows Server 2016, and is also shipped within the Windows Management Framework 5.1. There is also a UserVoice open for this version, where feedback can be shared: https://windowsserver.uservoice.com/forums/301869-powershell.

Up until now, the versions are all primarily targeted to the Windows operating system, and therefore are called Windows PowerShell. But today, PowerShell is moving in a completely different direction, which started with making PowerShell open source (https://azure.microsoft.com/en-us/blog/powershell-is-open-sourced-and-is-available-on-linux/) on August 18, 2016. It was a substantial change, not only making the code open source, but also making PowerShell platform-independent and allowing the community to collaborate on and be involved in upcoming new features.

Shortly after, Windows Server 2016 was released, which brought us the Nano Server. The PowerShell version has also been divided in terms of the editions. Until then, every PowerShell release had been an edition of the Desktop, which can be retrieved (explained in Chapter 3, Basic Coding Techniques) from the $PSVersionTable variable (available after PowerShell version 2):






The PSEdition property contains either the value Desktop or Core, and can be retrieved from every PowerShell version. In addition, you can also see the currently used PowerShell version in the PSVersion property. The PSCompatibleVersions property includes all PowerShell versions that should be compatible, and the BuildVersion property can be useful to validate the current code source. Some fixes will only be delivered to the latest build versions of PowerShell.

Starting with Windows Server 2016 Nano Server, a new type of PSEdition was introduced, which is called Core and is bundled with .NET Core. This version can also be found in Windows IoT operating systems.

On November 17, 2017, the Release Candidate of PowerShell Core 6 was released, followed by the official General Availability (GA) on January 10, 2018. This was the start of a completely new direction, which is indicated by the added word, Core. Every PowerShell version 6.0 or higher will only be available with the PSEdition Core.

Due to some security issues, Windows PowerShell 2.0 was deprecated with the Windows 10 Fall Creators Update. We will cover the reasons and consequences in depth in Chapter 7, Understanding PowerShell Security.

Another big milestone was achieved on September 26, 2017, when PowerShell in Azure Cloud Shell (Preview) was made publicly available.

Currently, the development for PowerShell Core 6.1 and the official release for Azure Cloud Shell is ongoing, while very little work is now put into Windows PowerShell. Therefore, it is very unlikely that we will see new versions of Windows PowerShell, though the PowerShell Team has announced that security fixes will continue to be delivered. This brings us to the topic of the technical background and the roadmap and aims of PowerShell in the future.



            

            
        
    



        

                            
                    Overview of different versions of Powershell

                
            
            
                
To provide the best overview, we will focus on the most valuable information. First, you need to know about the two different versions and the differences between them.
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There are two editions of PowerShell:


	Desktop Edition: This version uses the full .NET CLR. It is primarily used in Windows Desktop and Core Server environments.

	Core Edition: This version uses .NET Core. It is primarily used in Windows IoT and Nano Server environments.



The $PSVersionTable variable holds the information for the currently used PSVersion and PSEdition.

The same terminology can be observed with Windows PowerShell versus PowerShell Core:


	Windows PowerShell is built on top of the .NET Framework:

	Versions 1 to 5.1

	Available on Windows and Windows Server only

	Delivered as a built-in component and via WMF

	Built on top of the .NET Framework (also known as FullCLR)

	$PSVersionTable.PSEdition is set to Desktop





	PowerShell Core is built on top of .NET Core:

	Version 6++ (and Nano Server/Windows 10 IoT)

	Available on Windows, macOS, and Linux

	Delivered via MSI, ZIP, or PKG (macOS)

	Built on top of the current .NET Core version (also known as CoreCLR)

	$PSVersionTable.PSEdition is set to Core







PowerShell Core is available in Windows Server 2016 Nano Server and Windows 10 IoT, but also in PowerShell Core 6 and newer versions.

This information brings us to the following overview:








            

            
        
    
        

                            
                    Windows PowerShell 5.1

                
            
            
                
Windows PowerShell 5.1 is the latest, and probably last, version of Windows PowerShell, and is therefore of special interest in Windows environments. All operating systems with Windows 10 or Windows Server 2016 and higher come with the latest PowerShell version integrated. But, as you know, in many enterprise environments, you will always find machines with legacy operating systems, which may come with completely different versions.

One of the most important recommendations is to always use the most recent versions. PowerShell is backward-compatible, and therefore you should install Windows PowerShell 5.1 on all your machines, barring those known to be incompatible. This can be achieved with the previously described Windows Management Framework.

Because Windows PowerShell is built on top of the .NET Framework, you will need to have .NET version 4.5.2 installed on all computers before applying WMF 5.1 to them. There have been some issues with previous Windows Management Framework versions, which needed the consecutive installation of all of them, but these have been fixed in the latest version (5.1). So, having .NET Framework 4.5.2 installed on the computers is the only dependency you must fulfill.

Supported Operating Systems:


	Windows Server 2012 R2

	Windows Server 2012

	Windows Server 2008 R2 SP1

	Windows 8.1

	Windows 7 SP1



Windows Management Framework 5.1 includes updates to Windows PowerShell, Windows PowerShell Desired State Configuration (DSC), Windows Remote Management (WinRM), and Windows Management Instrumentation (WMI).

PowerShell version 5.1 should be backward-compatible in most cases, but there are some known issues—for example, with Exchange Server 2010. A recommendation is to deploy the WMF 5.1 in waves and revalidate any existing scripts for possible issues after the upgrade.

There are different WMF 5.1 packages available for different operating systems:





If you have a distribution system in place, such as System Center Configuration Manager, you can easily deploy WMF 5.1 to all your machines. Alternatively, you can also accomplish this task through PowerShell remoting and command-line execution.
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Before PowerShell and PowerShell Core 6 were made open source, we had the big PowerShell monolith in place, which was developed and maintained by the PowerShell Team. But there had been a lot of problems with this situation:


	Lack of agility/velocity: There was a legacy control in place, and it was a painful and manual release process with nightly builds tied to Windows having long-running test suites.

	Lack of visibility: The code reviews were done via email, and the issues and working items were stored in many different places.

	Difficult manual feedback process: The Connect/UserVoice items had to be manually triaged into internal work items, and the engineers were completely disconnected from feedback loops.



Therefore, the idea was to set up better engineering processes with rapid, independent builds and fast, transparent tests with automated packing for every platform. In addition, the collaboration needed to be improved in terms of the visibility of the work for all interested parties (first and third parties). A clear project management and release process was needed to provide visibility into current and future releases, as well as a governance system for approving changes and additions to PowerShell.

This all led to PowerShell being made open source, which additionally brought the following benefits with it:


	Enabled the community to directly help in finding and fixing bugs

	Enabled more direct and powerful feedback from the community

	Improved visibility into team priorities

	Increased credibility from the Linux community





            

            
        
    
        

                            
                    PowerShell Open Source

                
            
            
                
PowerShell was completely restructured and published on GitHub; it can be found at https://github.com/PowerShell/PowerShell:





And new documentation was added at https://docs.microsoft.com/en-us/powershell/:





            

            
        
    
        

                            
                    Downloading the source code

                
            
            
                
You can just clone the repository with the following Git command:

git clone --recursive https://github.com/PowerShell/PowerShell.git



            

            
        
    
        

                            
                    Developing and contributing

                
            
            
                
There is also a contribution guideline available, which can be found at https://github.com/PowerShell/PowerShell/blob/master/.github/CONTRIBUTING.md. It contains some information about working with Git and how to create pull requests.

To be even more connected with the community, the PowerShell Team has set up regular open PowerShell Core Community Calls. In these calls, RFCs, feature requests, and contentious bugs are discussed. The team will also provide a quick update about the status of the project and the direction it is headed in. At the following link, you will also find the previously recorded community calls and an ICS file for your calendar application: https://github.com/PowerShell/PowerShell-RFC/tree/master/CommunityCall.
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There have been three primary goals for PowerShell Core 6:



When we examine each of these goals, it becomes clear how PowerShell Core came into being and why it is a great management tool for any infrastructure:


	Ubiquity describes the platform-independency to work with PowerShell on Windows, Linux, and macOS operating systems. This is necessary because heterogenous environments are today's norm, and they are important to developers and IT professionals.

	Cloud refers to the intention of being built for cloud scenarios, because IT is moving towards Azure, REST APIs (Swagger/OpenAPI), and other public clouds. For this, major improvements have been made to the Invoke-WebRequest, Invoke-RestMethod, and ConvertFrom-Json cmdlets. There is a collaboration with the Azure PowerShell team to support PowerShell Core. Third-party vendors, such as VMware and AWS, are also working to support PowerShell Core.

	Community refers to being open source, contributing directly to the product, and allowing the retrieval of customer feedback directly to the engineering team. The current Request for Comments (RFCs)—asking for feedback for the current roadmap/new features or breaking changes, milestones, projects, and issues—should always be transparent and publicly available. This means that we have pull requests against code, tests, and documentation. In addition, issues from the community are dynamically reprioritized, which can also be discussed in the PowerShell Core Community Call. These calls are free to join for everybody, and you can just raise your voice and discuss your feedback directly with the engineers.
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As you know, PowerShell Core 6 and all following PowerShell versions depend on .NET Core. The first version of .NET Core was released in 2016:



On August 14, 2017, .NET Core 2 was released, on which PowerShell Core 6.0 is based. It implements .NET Standard 2.0 with the following conditions (https://github.com/dotnet/standard):


	.NET Standard defines a set of APIs that have to be implemented by all .NET platforms, as shown in the following diagram

	.NET Standard 2.0 is implemented by .NET Core

	.NET Standard 2.0 includes a compatibility shim for .NET Framework binaries

	.NET Standard will replace Portable Class Libraries (PCLs)



You can see the .NET Standard API definition in the .NET/standard repository on GitHub.

In the following diagram, you can see this implementation for all .NET platforms:



Though there were no substantial changes made to the language itself in the .NET Standard 2.0 Release, the increase in API size—and hence, the tools available—more than justified the increased footprint:




	
Version


	
Number of APIs


	
Growth %





	
1.0


	
7,949


	



	
1.1


	
10,239


	
+29%





	
1.6


	
13,501


	
+32%





	
2.0


	
32,638


	
+142%







.NET Standard 2.0 includes the most important APIs and brings almost all .NET Framework 4.6.1 APIs to .NET Core 2.0:



PowerShell Core will be supported by Microsoft's Modern Lifecycle Policy.

The Modern Lifecycle Policy covers products and services that are serviced and supported continuously. Under this policy, the product or service remains in support if the following criteria are met:


	Customers must stay current as per the servicing and system requirements published for the product or service

	Customers must be licensed to use the product or service

	Microsoft must currently offer support for the product or service
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Because of the changed underlying .NET Framework, compatibility may also have changed. One big benefit here is that .NET Standard 2.0 is implemented with .NET Core, which provides a binary compatibility with existing .NET assemblies. Because many PowerShell cmdlets and modules depend on them, these continue to work with .NET Core.

Many modules shipped as part of Windows haven't been explicitly ported to .NET Core, but may also continue working with the underlying .NET Standard and the implementations of CDXML. The CDXML files define the mappings between PowerShell cmdlets, and CIM class operations, or methods. Everything that is implemented with a CDXML should keep working.

But there are also some known exceptions:


	Workflows

	Snap-ins

	DSC resources (for now, moves to DSC Core)

	WMI v1 cmdlets (Get-WmiObject, Invoke-WmiMethod, and so on)

	A handful of other missing cmdlets



After the first public release of PowerShell Core, we are currently seeing the community and the product groups port their modules and cmdlets to PowerShell Core. It will take some time before most of the existing cmdlets continue to work on PowerShell Core.

Due to some naming collisions in Linux environments, the executable of PowerShell Core has been renamed from PowerShell.exe to pwsh.exe.



            

            
        
    
        

                            
                    Cross-platform remoting

                
            
            
                
With the focus of being platform-independent, some changes to the remoting techniques had to be made. As you can see in the following diagram, PowerShell Core supports PowerShell Remoting (PSRP) over WSMan with Basic authentication on macOS and Linux, and with NTLM-based authentication on Linux. Kerberos-based authentication is not yet supported.

PowerShell Core also supports PSRP over SSH on all platforms (Windows, macOS, and Linux). Since this feature is still actively being developed, it is not recommended to use it in production. We will look at how to establish remote connections in Chapter 3, Basic Coding Techniques, and Chapter 4, Advanced Coding Techniques:



OpenSSH can be installed on Windows 10 1709 and later via the optional features:
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Azure Cloud Shell can be found in the Azure Portal, as shown in the following screenshot:




Afterwards, the Shell will open either in Bash or PowerShell. The connection will look like this and opens in the Azure drive (Azure:):



The PowerShell version that is used for PowerShell in Azure Cloud Shell currently is version 5.1 in the Desktop Edition, which is hosted in a Docker container. We will elaborate on that in Chapter 14, Working with Azure which is dedicated to PowerShell and Azure:






            

            
        
    



        

                            
                    Features of PowerShell in Cloud Shell

                
            
            
                
The PowerShell experience builds upon the benefits of Azure Cloud Shell, such as the following:


	Secure automatic authentication from virtually anywhere

	Choice of shell experience that best suits the way you work

	Common tools and programming languages included that are updated and maintained by Microsoft

	Azure File Storage, which allows access to an Azure file share in a storage account for a small monthly fee associated with data storage. File Storage is mapped as the cloud drive and can be used to exchange data.



The PowerShell experience adds the following:


	The new PSDrive for Azure (Azure:)—this provides easier searching capabilities within Azure resources

	Dedicated and built-in commands

	Data persistence via cloud drive

	Custom modules

	User profile

	Rich tools support

	Azure PowerShell

	Nano and VIM (with PS IntelliSense)

	Git and sqlcmd



For more information on PowerShell features, refer to https://aka.ms/cloudshell/PowerShell-Docs.

The first big achievement here is the new Azure drive. Here, you can just work directly on Azure and retrieve your Azure resources, as shown in this screenshot:



Feedback on Azure Cloud Shell is tracked on UserVoice via issues and feature requests: https://feedback.azure.com/forums/598699-azure-cloud-shell.
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The future of PowerShell lies in PowerShell Core 6 and newer, with the focus to work platform-independently and together with the community on the new versions. We will see a transitioning phase in the upcoming years, where most of the existing modules are ported from Windows PowerShell to PowerShell Core.

In addition, we will see a lot of work being done within Azure Cloud Shell, providing more automation to work with Azure resources from anywhere. Windows PowerShell, though, will not gain additional features, but will keep being a built-in, supported component of Windows 10 and Windows Server 2016.
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In this chapter, you learned about the different PowerShell versions, what the differences are, and how PowerShell is evolving. With this knowledge, you know which PowerShell versions you should use for different scenarios, such as Windows PowerShell 5.1, PowerShell Core 6 and newer, or PowerShell in Azure Cloud Shell.

In the next chapter, we will look at the tools that the different PowerShell versions can be used with and compare the features of both Visual Studio Code, as well as the Integrated Scripting Environment.
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	What is the latest PowerShell version in Windows environments?

	How can you retrieve the version number and the PSEdition?

	What is the difference between the Core edition and Desktop edition?

	How can you deploy the newest Windows PowerShell version to your systems?

	How can you install OpenSSH on a Windows Desktop?




	What is the main difference between Windows PowerShell 5.1 and PowerShell Core 6?

	What are the main goals of PowerShell Core 6?

	How can you use PowerShell in Azure Cloud Shell?
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Please see the following for further reading relating to this chapter:


	Install and Configure WMF 5.1: https://docs.microsoft.com/en-us/powershell/wmf/5.1/install-configure

	Azure Cloud Shell: https://azure.microsoft.com/en-us/features/cloud-shell/
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In the last chapter, you learned about different PowerShell versions and how to use them. But one of the most important things for creating fast, reusable, high quality code work with good tools. As you know from the previous chapter, one of the most popular tools is the integrated PowerShell ISE in Windows. It provides an easy UI and also some debugging possibilities. Unfortunately, it has not received many updates since it was initially released. This is why other tools were raised in the meantime. One of the most important ones is Visual Studio Code. This chapter will show the differences between the two tools and introduce VSCode. In Chapter 11, VSCode and PowerShell Release Pipelines, this is going to be continued and some advanced techniques with VSCode will be described.

These are the topics we'll be covering in this chapter:


	Introduction to currently available tools

	The PowerShell ISE

	VSCode:

	Introduction

	Download

	Installation

	First Start

	Basics





	The ISE versus VSCode
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There are many tools available to write PowerShell code or even to create PowerShell-based GUIs. Many administrators just stick to the PowerShell Integrated Scripting Environment (ISE), but there are also a lot of other different tools available. Therefore, I want to give an overview with a small description of each tool and also make a recommendation. 

The following list is not an exhaustive list of tools but includes tools the authors have personal experience with. When choosing the proper tool for scripting, we can only recommend testing the tool in your day-to-day work properly before. Free and open source tools might, for example, be superior to paid tools or might be a better fit for your scripting style:




	
PowerShell Console


	
Free


	
The PowerShell Console is the most basic tool for executing PowerShell commands. Just open PowerShell.exe from Command Prompt to start using it. It provides IntelliSense (shows command suggestions when writing) and integrated help. 

It is lacking any UI options and is therefore just an option to open and use PowerShell in an interactive way.





	
ISE PowerShell


	
Free


	
PowerShell ISE comes with all Windows versions that are being used today.

It provides a good rudimentary feature set, which helps for most scenarios.





	ISE PowerShell + ISESteroids
	
With costs


	
ISESteroids is an add-on from Tobias Weltner, which brings many additional features to the ISE, especially for professional and faster coding. 

This combination has been my preferred tool for years, but was recently replaced by Visual Studio Code.





	
Visual Studio 2017 Community/Professional


	
Free/with costs


	
Visual Studio is the complete development environment, which every developer loves. It might be overwhelming in terms of features and functions, and is therefore very rarely used.

You need to install the PowerShell extension to get language assistance within Visual Studio.





	Visual Studio Code
	
Free


	
This is probably the best tool for PowerShell scripting. You can create PowerShell scripts with it after having the PowerShell extension installed. We will get into this tool in depth.

I use this tool on a daily basis and would never replace it.





	SAPIEN PowerShell Studio
	With costs
	
PowerShell Studio is very often used by administrators to create professional GUIs. Though I personally never used it for a long period of time, it is very well known as one of the best tools to create PowerShell-based GUIs. Its latest version also provides support for PowerShell Core 6.





	SAPIEN Primal Script 2017
	
With costs


	
Primal Script is a professional editor that supports over 50 languages and file types. From my experience it is quite a useful editor, but not as frequently used as the other ones. 





	PoshGUI
	Free
	
PoshGUI is a great web-based tool to create code for PowerShell-based GUIs that are working on Windows Forms. It can be found at https://poshgui.com/.

You should use it if you want to very quickly create these types of GUIs or want to learn how they are created, as you can take the created code as a learning resource.





	PowerGUI
	Free
	
PowerGUI was a very good tool, which also provided additional features for working with WMI or converting VBS into PowerShell. Unfortunately, it is not continued anymore and therefore you should not spend too much time with it.





	Admin Script Editor                                                                               
	Free
	
This is very rarely used editor.







As you can see, there is a vast list of possible tools available. Most administrators and IT-professionals have been using and probably still are using the ISE. In addition, we are seeing huge investments made into VSCode and an increasing adoption rate of this new tool, as well. Therefore, we will focus on these specific two tools, as both are also available cost-free.
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In our book we continue on with only the PowerShell ISE and VSCode. We chose the ISE because it is a built-in tool that is always available with the Windows Management Framework. It is easy to use and readily available. Especially for beginners, the interface is very clean and not as overwhelming as the ISE + ISE Steroids or VSCode for that matter.

As the successor to the ISE, we will concentrate on VSCode for the remainder of the book. Since no additional development effort is flowing into the ISE and VSCode is the successor, we will not concentrate on additional tools. VSCode is available on more operating systems than the ISE, is completely free, and already has a huge amount of extensions that can be used.
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The PowerShell ISE was introduced with PowerShell v3. Unfortunately, it has not evolved too much from past versions, which is why it is losing its importance and is now finally going to be replaced by Visual Studio Code. Though replacing might be the wrong verb in this context—the PowerShell ISE will continue to stick to the Windows PowerShell version on Windows systems. VSCode, in comparison, is free and easily downloadable on every device. The problem is that the PowerShell ISE is still being used by the largest number of people—even today. This is why I am still explaining it very briefly, but then will move on to VSCode and prioritize VSCode in the whole book. You will recognize by yourself that VSCode is the more powerful and flexible tool; it is also continuously getting new features.  

PowerShell ISE can be executed through PowerShell_ISE.exe, which is located in the C:\Windows\System32\WindowsPowerShell\v1.0\ folder. The user interface is very simple and looks like this:



As you can see in the preceding screenshot, you have the dark blue console pane and the white script pane. In the script pane, you can prepare scripts before executing them either in parts or as a full script. For this you also have hotkeys available, which you should get to know and use them in a frequent manner:


	F5 for the execution of the whole script

	F8 to only run the selection



A complete overview of all hotkeys can be found in Appendix A, PowerShell ISE Hotkeys. 



You should get to know most of these; this will help you to create faster scripts and work more efficiently with the tools.

In addition, you can also use the ISE for debugging. With the F9 hotkey, you can set breakpoints in the script pane. A breakpoint forces the debugger to stop at the specified line, where you can then take a dedicated look at the variables and step through the whole script line by line. To accomplish this, you have three actions available after hitting a break point:



For most coding languages and tools, these three options are available:


	F10 just executes the whole line and continues to the next line. If there is a function used in this line, this function is just stepped over, which is why this is named Step Over.

	F11 executes every line of code in its minimal pieces. This means that by the functions that are used are being opened and each single line of code is being stepped through. This is why it is called Step Into.

	The last one is Shift + F11, which jumps out of the current function block. The next line shown is the initial executing line of the function. This hotkey can be used in combination with F11 to jump into and then Shift + F11 to jump back out of functions. This is why it is called Step Out.



This is the basic knowledge about debugging that we will use throughout the whole book. It is important that you get used to the possibilities in debugging and use them frequently. Coming with PowerShell, there are many skills you need to evolve. People with a developer background will already have many helpful skills. But if you are not familiar with these techniques because you come, for example, from an administration background, it is highly recommended that you learn these developer skills. They will come in very handy if you need to do some troubleshooting, and you will also learn how to write better code.

Another great feature for beginners in the ISE is the so-called Command Window. You can open it up by either executing the Show-Command cmdlet or pressing the dedicated icon:



It will show you a complete command list, where you can now easily filter the modules and the cmdlets by name. By marking a dedicated cmdlet, its information, the cmdlet parameters and the common parameters are visualized:



This can be a good tool to get familiar with the available cmdlets and their execution. Try to fill in the parameters and use them. Mandatory parameters, for example, for the Remove-ServiceEndpoint cmdlet, are marked with an asterisk.

Another great feature from the PowerShell ISE are the so-called snippets. You can open the snippet list by pressing Ctrl + J:



It brings up a list of available snippets, which can be used to speed up the creation of your script or even just to prevent any manual errors. You can also use them as a learning resource to see how specific tasks can be coded. If you, for example, are not aware of how to code a do...until loop, the snippets will provide you with some initial guidance. For the moment, let's leave it there. Coding techniques and working with snippets will be explained in detail with VSCode later. 

The official Microsoft documentation are evolving continuously and are a great learning resource. If you are not familiar with the PowerShell ISE or just want to increase or check your current knowledge, you should take a look at their content: https://docs.microsoft.com/en-us/powershell/scripting/core-powershell/ise/introducing-the-windows-powershell-ise.
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As you have seen, the PowerShell ISE is quite a good tool, but still missing some features. Nevertheless, it comes with any Windows environment and is a helpful tool for creating valuable scripts and debugging them, if necessary. In comparison, we will now take an initial look at VSCode and how to set it up for the creation of PowerShell code. An explanation of and the usage of advanced techniques of VSCode will be covered throughout the rest of the book.
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Visual Studio Code (VSCode) is a lightweight open-source editor, which is free for private and commercial use. Technically, VSCode is built on the framework Electron. Electron is known as a toolset to deploy Node.js applications that are running on the Blink layout engine. The underlying editor is the Monaco Editor. Like the PowerShell ISE, it also has IntelliSense capabilities, which are even available for many more languages. You can easily extend VSCode with the installation of additional extensions. These extensions bring code language and markup language capabilities. But extensions can leverage VSCode even more, which we will see in later chapters. In addition, it comes with an integration of Git and some good debugging capabilities. Git is a source versioning tool and highly important in professional software development. We will take a closer look at it when we are creating reusable code with VSCode.

To recap, the idea of VSCode is very simple—it's main characteristics are as follows:


	Fast

	Simple

	Customizable

	Extendable

	Support for multiple languages

	IntelliSense

	Debugging

	Version Control



Its customization and the endless capabilities that come with its extensions make VSCode a very powerful tool. To be able to make use of all of its benefits, it is important to go through its complexity step by step on your own. Try to follow and adopt the demonstrated steps for a stronger understanding.
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First of all, you need to download Visual Studio Code. You will find all the different versions at https://code.visualstudio.com/download:





After choosing a platform, you will be forwarded to the Getting Started landing page (https://code.visualstudio.com/docs/) and the download will also be started. 

You might find a lot of resources on the internet when starting with VSCode, but this one is definitely one of the best. It receives continuous updates and new features. I would recommend you go step by step through the topics on the left.
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The installation is simple and you will be guided through the following steps:


	Starting

	License—accept the license

	Destination location—where should it be installed to?

	Additional Tasks—desktop icon and file context/extension

	Start Menu folder




	Ready to install

	Finish



Now you have installed VSCode and are able to start it for the first time:
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This is how Visual Studio Code looks on the first start. You will recognize the warning at the top mentioning the missing Git, which we'll need to download:






This is recommended and, after pressing Download Git, you will be forwarded to the download landing page of Git:



You can see the latest source release on the right-hand side and, by pressing on the Downloads section, you are also able to download Git for other platforms.

After downloading it, you will go through the installation. In this case, I am working on a Windows 10 machine and the installation is very straightforward. For most of the steps, you can just leave the default configuration. You will start with the starting page and the license agreement. Next, you need to define the destination location, which, for most cases, does not need to be changed. Afterwards, you are going to be asked for the installed components, such as file and explorer integration, followed by the Start Menu folder. Here then follows the first setting that you might want to modify. I would recommend using VSCode as the default browser for Git:



In the next window, you can adjust the PATH environment. I would recommend that you stay on the Use Git from the Windows Command Prompt setting—especially when working on a Windows machine. This is followed by the step to choose the HTTPS transport backend, then to configure the line ending conversion, and finally to configure the terminal emulator to use with Git Bash. These three steps can also be kept on the default values. Now, we are close to finishing the installation process. Some extra options follow about filesystem caching, Credential Manager, and enabling symbolic links. If you are not aware of these settings, just keep the filesystem caching and the Credential Manager enabled, which might be of help sometimes. After finishing the installation of Git you should restart Visual Studio Code. You will see that VSCode automatically finds and uses the installed Git version:



Now VSCode is up and running, but, to really make use of it, you need to install the dedicated PowerShell extensions.

To achieve this, you click either on the extension symbol or press Ctrl + Shift + X, then search for PowerShell and click on the PowerShell extension coming from Microsoft. Now, install the extension by pressing Install, which you can find on the top right-hand side:



After the installation has finished, you'll need to reload VSCode. The Install button will turn into a Reload button. Just press on it and VSCode will be reloaded. Now you can see the installed PowerShell extension:



The installation of VSCode is now completed and you are ready to use it for PowerShell development. In the next sections, some of the basic configurations and the first steps are described. 
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For the first step, we should find the PowerShell console in VSCode. For this, press on TERMINAL. We validate the started PowerShell version with $PSVersionTable and you can see that the default PowerShell version running on a Windows 10 environment is loaded:



So, in this console, you have the same possibilities as working directly with PowerShell.exe.

Next, we want to create a new script. For this, we create a new workspace folder and add a new file, test.ps1, to it. It is self-explanatory and should look similar to this, when you have finished:



You can now start writing your scripts and make use of IntelliSense. In the next screenshot, we are coding in the test.ps1 file. Just try to write get-se to see how it is working:



By just focusing on one cmdlet with the arrow keys, additional cmdlet information is shown. You can also test the debugging mechanisms, which will work mostly the same as in the ISE. You have some more capabilities for debugging and customization options for the whole editor. As for now, we will keep it like this. Later in the book, we will take a dedicated look at how to create reusable code and how to benefit in the same spot from the possibilities within VSCode. In the next two chapters, we will learn how to write PowerShell code. All of the demo code can be executed in PowerShell files. The whole scripts are available in GitHub and you can just open the folder.

To get an overview of all of the capabilities of VSCode, you should go through the following two resources step by step:



https://code.visualstudio.com/docs/

https://github.com/Microsoft/vscode-tips-and-tricks



Because of the complexity and variety of configuration possibilities and the continuously developing feature set of VSCode, only the most important mechanisms can be covered in this book.



Therefore, you should take these two resources as required learning material.
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As you have seen, the PowerShell ISE and VSCode are completely different tools with similar possibilities. The big benefits of VSCode over the PowerShell ISE are definitely the platform independence, the Git integration, and the customization possibilities. In fact, you can configure almost everything in VSCode and leverage the tool for your own or your company's needs. From the first chapter, you also know that Windows PowerShell will not continue to receive any major updates and so neither will the PowerShell ISE. From a long-term perspective, you should make the transition from the PowerShell ISE to VSCode or directly start with VSCode from scratch. VSCode is continuously evolving and gaining new features that also address DevOps and automation approaches. 
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In this chapter, you received a very brief overview of the tools available for creating good PowerShell code. We took a dedicated look at the PowerShell ISE and VSCode and explained some of the basics of both of them. Most simple tasks can be achieved with both tools, but you have also learned about the advantages of VSCode. With this knowledge, you should be able to get your hands on the tools and set them up. As a long-term recommendation, VSCode should become your primary tool and therefore you should learn most of its capabilities to benefit from it. The additional resources, which are consolidated under Further reading, will help you to accomplish this task. In the next two chapters, we will cover the basics for coding with PowerShell. I would recommend that you continue to use VSCode for the examples and get used to working with it.
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	What are very well known tools for primarily creating good PowerShell GUIs?

	Which tool is better - PowerShell ISE versus VSCode, and why?

	How do you get the PowerShell ISE?

	How do you get VSCode?

	What are the first steps after installing VSCode?

	What is IntelliSense?

	What is Git and why does it make sense to install it with VSCode?

	How can you execute code with the PowerShell ISE and VSCode?

	How can you debug with the PowerShell ISE and VSCode?





            

            
        
    
        

                            
                    Further reading

                
            
            
                
Please see the following for further reading relating to this chapter:


	PowerShell: https://docs.microsoft.com/en-us/powershell/scripting/powershell-scripting

	Visual Studio Code: https://code.visualstudio.com/docs/

	Git: https://git-scm.com/

	Key Bindings for Visual Studio Code: http://aka.ms/vscodekeybindings

	Microsoft/vscode-tips-and-tricks: https://github.com/Microsoft/vscode-tips-and-tricks
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In this chapter, you'll learn about the basics in PowerShell scripting, which are necessary to develop and understand most PowerShell scripts. We recommend using VSCode when working with the examples provided in this and all subsequent chapters. We put forth our argument in its favor in the previous chapter and the examples assume they are run in the editor's console. You can download the code from GitHub to work with the provided examples; you can find them at https://github.com/ddneves/Book_Learn_PowerShell.

Keep in mind that you should put a lot of efforts into training yourself with the content of this chapter, because it is the foundation for upcoming chapters. Some of the topics are simply introduced and will be expanded upon in upcoming chapters, providing the best didactic methods.

In this chapter, we will cover the following topics:




	Comments

	Regions

	Types

	Pipelines

	Commands and parameters

	PSDrives and PSProviders

	PowerShell's scripting language:


	Operators 

	Loops

	Break and Continue

	If...ElseIf...Else

	Switch
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I'd like to introduce comments right at the beginning. As you may know (from other scripting or coding languages), comments are necessary to describe and explain your code. Developers often argue that code is self-explanatory, but that is a lie. You will quickly learn that, even when working with your own scripts, it is always good to have some comments on the side. You can use either line comments or comment blocks in PowerShell, which make use of the key character (#), and look as follows:


# this is a comment line
## this as well

<#
this is a comment block
#>

<# this as well
       this as well
this as well
#>


As we are starting with the basics, you should know that there are some best practices for writing code. We will provide many of them throughout this book, but the most important one is to always provide comments with your code, to help the reader, other coders, or even yourself, if you need to reuse or debug your code. If you need to write multiline comments, you can use comment blocks. For most of the other scenarios, line comments fulfill the job. Later on, you will see other commenting techniques, and how they can be valuable.
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Regions are used to structure your code and give parts of the code separated names. Regions are special comments in your scripts that can be used to give structure to your code:



Regions are always initiated with the #region keyword followed by the title. You can also use a multi-word title, and nest as many regions as you want. In Visual Studio Code, you will also be able to collapse complete regions, to get a better overview. Just move the mouse cursor onto the left side of the opened region, and it will show you all possible collapse options, as visible in the previous screenshot. You can also fold all of the sections very easily, by using the hotkeys Ctrl + K, Ctrl + 0; to unfold all sections, use Ctrl + K, Ctrl + J.
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“This extension provides rich Powershell language support for Vi<u Code. Now you can write and debug Pow N |
scripts using the excellent IDE-like interface that Visual Studio Code provides.

tu

output SOLE  TERMINAL Git v

Ed A~ D x
Looking for git in: C:\Program Files\Git\cmd\git.exe
Using git 2.16.1.windowus.4 from C:\Program Files\Git\cmd\git.exe
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Requesting a Cloud Shell.
PowerShell may take up to a minute...Succeeded.
Connecting terminal...

Welcome to Azure Cloud Shell (Preview)

Type "dir" to see your Azure resources
Type "help” to learn about Cloud Shell

VERBOSE: Authenticating to Azure ...
VERBOSE: Building your Azure drive ...
Azure:\

PS Azure:\> I
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Windows Powershell

Copyright (C) Microsoft Corporation. ALl rights reserved.

PS C:\Users\David:

Value

Psversion 5.1.16299.98

PsEdition Desktop
PsConpatibleversions {18, 2.0, 3.8, 4.0...}
Buildversion 16.6.16299.98
CLRVersion 4.0.36319.42000
wshanstackversion 3.8
PSRenotingProtocolVersion 2.3

SerializationVersion 1.1.0.1
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Name: Get:-Service
Module: Microsoft PowerShell Management (imported)
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