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			Preface

			This book is an introduction to the Godot game engine and its new version, 4. Godot 4 has a large number of new features and capabilities that make it a strong alternative to expensive commercial game engines. For beginners, it offers a friendly way to learn game development techniques. For more experienced developers, Godot is a powerful, customizable tool for bringing visions to life.

			This book takes a project-based approach to learning how to use Godot. It consists of five projects, along with additional resources, that will help developers achieve a sound understanding of how to use Godot to build games.

			Who this book is for

			This book is for anyone who wants to learn how to make games using a modern game engine. New users and experienced developers alike will find it a helpful resource. Some programming experience is recommended.

			What this book covers

			This book is a project-based introduction to using the Godot game engine. Each of the five game projects builds on the concepts learned in the previous projects.

			Chapter 1, Introduction to Godot 4.0 introduces the concept of game engines in general and Godot specifically, including how to download Godot and how to effectively use this book.

			Chapter 2, Coin Dash – Build Your First 2D Game, is a small 2D game that demonstrates how to create scenes and work with Godot’s node system. You’ll learn how to navigate the Godot editor and write your first scripts in GDScript.

			Chapter 3, Space Rocks: Build a 2D Arcade Classic with Physics, demonstrates working with physics bodies to create an Asteroids-style space game.

			Chapter 4, Jungle Jump – Running and Jumping in a 2D Platformer, involves a side-scrolling platform game in the spirit of Super Mario Bros. You’ll learn about kinematic bodies, animation states, and level design using tile maps.

			Chapter 5, 3D Minigolf: Dive into 3D by Building a Minigolf Course, extends the previous concepts into three dimensions. You’ll work with meshes, lighting, and camera control.

			Chapter 6, Infinite Flyer, continues exploring 3D development, covering dynamic content, procedural generation, and more 3D techniques.

			Chapter 7, Next Steps and Additional Resources, covers even more topics to explore once you’ve mastered the material in the five game projects. Look here for links and tips to further expand your game development skills.

			To get the most out of this book

			To best understand the example code in this book, you should have a general knowledge of programming, preferably with a modern, dynamically-typed language such as Python or JavaScript. If you’re new to programming entirely, you may wish to review a beginner tutorial before diving into the game projects here.

			Godot will run on any relatively modern PC running Windows, MacOS, or Linux operating systems.

			If you are using the digital version of this book, we advise you to type the code yourself or access the code from the book’s GitHub repository (a link is available in the next section). Doing so will help you avoid any potential errors related to the copying and pasting of code.

			Download the example code files

			You can download the example code files for this book from GitHub at https://github.com/PacktPublishing/Godot-4-Game-Development-Projects-Second-Edition. If there’s an update to the code, it will be updated in the GitHub repository.

			We also have other code bundles from our rich catalog of books and videos available at https://github.com/PacktPublishing/. Check them out!

			Download the color images

			We also provide a PDF file that has color images of the screenshots and diagrams used in this book. You can download it here: https://packt.link/lY2hq.

			Conventions used

			There are a number of text conventions used throughout this book.

			Code in text: Indicates code words in text, database table names, folder names, filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an example: “With Godot 4, you have an additional option: importing .blend files directly into your Godot project.”

			A block of code is set as follows:

			
shader_type canvas_item;
void fragment() {
	// Place fragment code here.
}

			Bold: Indicates a new term, an important word, or words that you see onscreen. For instance, words in menus or dialog boxes appear in bold. Here is an example: “The first property is Shader, where you can choose New Shader. When you do, a Create Shader panel appears.”

			Tips or important notes

			Appear like this.

			Get in touch

			Feedback from our readers is always welcome.

			General feedback: If you have questions about any aspect of this book, email us at customercare@packtpub.com and mention the book title in the subject of your message.

			Errata: Although we have taken every care to ensure the accuracy of our content, mistakes do happen. If you have found a mistake in this book, we would be grateful if you would report this to us. Please visit www.packtpub.com/support/errata and fill in the form.

			Piracy: If you come across any illegal copies of our works in any form on the internet, we would be grateful if you would provide us with the location address or website name. Please contact us at copyright@packt.com with a link to the material.

			If you are interested in becoming an author: If there is a topic that you have expertise in and you are interested in either writing or contributing to a book, please visit authors.packtpub.com.

			Share Your Thoughts

			Once you’ve read Godot 4 Game Development Projects, we’d love to hear your thoughts! Please click here to go straight to the Amazon review page for this book and share your feedback.

			Your review is important to us and the tech community and will help us make sure we’re delivering excellent quality content.

			Download a free PDF copy of this book

			Thanks for purchasing this book!

			Do you like to read on the go but are unable to carry your print books everywhere?

			Is your eBook purchase not compatible with the device of your choice?

			Don’t worry, now with every Packt book you get a DRM-free PDF version of that book at no cost.

			Read anywhere, any place, on any device. Search, copy, and paste code from your favorite technical books directly into your application. 

			The perks don’t stop there, you can get exclusive access to discounts, newsletters, and great free content in your inbox daily

			Follow these simple steps to get the benefits:

			
					Scan the QR code or visit the link below

			

			 

			
				
					[image: ]
				

			

			https://packt.link/free-ebook/9781804610404

			
					Submit your proof of purchase

					That’s it! We’ll send your free PDF and other benefits to your email directly

			

		

		
			
			

		

		
			
			

		

	


		
			1

			Introduction to Godot 4.0

			Whether it’s a career goal or a recreational hobby, game development is a fun and rewarding endeavor. There’s never been a better time to get started in game development. Modern programming languages and tools have made it easier than ever to build high-quality games and distribute them to the world. If you’re reading this book, then you’ve set your feet on the path to making the game(s) of your dreams.

			This book is an introduction to the Godot Game Engine and its new 4.0 version, which was released in 2023. Godot 4.0 has a large number of new features and capabilities that make it a strong alternative to expensive commercial game engines. For beginners, it offers a friendly way to learn game development fundamentals. For more experienced developers, Godot is a powerful, customizable, and open toolkit for bringing your visions to life.

			This book takes a project-based approach that will introduce you to the fundamentals of the engine. It consists of five game projects that are designed to help you achieve a sound understanding of game development concepts and how they’re applied in Godot. Along the way, you will learn how Godot works and absorb important techniques that you can apply to your own projects.

			In this chapter, we’ll cover the following topics:

			
					General advice for getting started

					What is a game engine?

					What is Godot?

					Downloading Godot

					Overview of the Godot UI

					Nodes and scenes

					Scripting in Godot

			

			General advice

			This section contains some general advice to readers, based on the author’s experience as a teacher and lecturer. Keep these tips in mind as you work through the book, especially if you’re very new to programming.

			Try to follow the projects in the book in order. Later chapters may build on topics that were introduced in earlier chapters, where they are explained in more detail. When you encounter something that you don’t remember, go back and review that topic in the earlier chapter. No one is timing you, and there’s no prize for finishing the book quickly.

			There is a lot of material to absorb here. Don’t feel discouraged if you don’t get it at first. The goal is not to become an expert in game development overnight – that’s just not possible. Just like with any other skill – carpentry or a musical instrument, for example – it takes years of practice and study to develop proficiency. Repetition is the key to learning complex topics; the more you work with Godot’s features, the more familiar and easier they will start to seem. Try repeating one of the earlier chapters after you reach the end. You’ll be surprised at how much more you’ll understand compared to the first time you read it.

			If you’re reading this as an e-book, resist the temptation to copy and paste the code. Typing the code yourself will engage your brain more actively. It’s similar to how taking notes during a lecture helps you learn better than just listening, even if you never look back at the notes. If you’re a slow typist, it will also help you work on your typing speed. In a nutshell: you’re a programmer, so get used to typing code!

			One of the biggest mistakes that new game developers make is taking on a bigger project than they can handle. It is very important to keep the scope of your project as small as possible when starting out. You will be much more successful (and learn more) if you finish two or three small games than if you have a large, incomplete project that has grown beyond your ability to manage.

			You’ll notice that the five games in the book follow this strategy very strictly. They are all small in scope, both for practical reasons – to fit reasonably into book-sized lessons – but also to remain focused on practicing the basics. As you build the game, you will likely find yourself thinking of additional features and gameplay elements right away. What if the spaceship had upgrades? What if the character could do wall jumps?

			Ideas are great, but if you haven’t finished the basic project yet, write them down and save them for later. Don’t let yourself be sidetracked by one “cool idea” after another. Developers call this feature creep, meaning a list of features that never stops growing, and it’s a trap that has led to many an unfinished project. Don’t fall victim to it.

			Finally, don’t forget to take a break now and again. You shouldn’t try and power through the whole book, or even one project, in just a few sittings. After each new concept, and especially after each chapter, give yourself time to absorb the new information before you dive into the next one. You’ll find that you not only retain more information, but you’ll probably enjoy the process more.

			The secret to learning effectively

			Here’s the secret to getting the most out of these projects and increasing your skills in a way that makes them stick: at the end of each chapter, once you’ve finished building the game project, immediately delete it and start over. This time, try and re-create it without looking at the book. If you get stuck, just look at that part in the chapter, and then close the book again. If you really feel confident, try adding your own spin to the game – change some parts of the gameplay or add a new twist.

			If you do this multiple times with each of the games, you’ll be amazed at how less often you’ll need to check the book. If you can make the projects in this book on your own without help, then you’re surely ready to branch out and take on your original concepts.

			Keep these tips in mind as you read through the following sections. In the next section, you’ll learn what a game engine is and why game developers might want to choose to use one.

			What is a game engine?

			Game development is complex and involves a wide variety of knowledge and skills. To build a modern game, you need a great deal of underlying technology before you can make the actual game itself. Imagine that you had to build your computer and write your own operating system before you could even start programming. Game development would be a lot like that if you truly had to start from scratch and make everything that you need.

			There are also a number of common needs that every game has. For example, no matter what the game is, it’s going to need to draw things on the screen. If the code to do that has already been written, it makes more sense to reuse it than to create it all over again for every game. That’s where game frameworks and engines come in.

			A game framework is a set of libraries with helper code that assists in building the foundational parts of a game. It doesn’t necessarily provide all the pieces, and you may still have to write a great deal of code to tie everything together. Because of this, building a game with a game framework can take more time than one built with a full game engine.

			A game engine is a collection of tools and technologies designed to ease the process of game-making by removing the need to reinvent the wheel for each new game project. It provides a collection of commonly needed functionality that often would require a significant investment in time and effort to develop.

			Here are some of the main features a typical game engine will provide:

			
					Rendering (2D and 3D): Rendering is the process of displaying the game on the player’s screen. A good rendering pipeline must take into account modern GPU support, high-resolution displays, and effects such as lighting, perspective, and viewports, all while maintaining a very high framerate.

					Physics: While a very common requirement, building a robust and accurate physics engine is a monumental task. Most games require some sort of collision detection and response system, and many need physics simulations, but few developers want to take on the task of writing one - especially if they have never tried to do so before!

					Platform support: In today’s market, most developers want to be able to release their games on multiple platforms, such as desktops, consoles, mobile, and/or the web. A game engine provides a unified exporting process to publish games on multiple platforms without needing to rewrite game code or support multiple versions.

					Common development environment: By using the same unified interface to make multiple games, the developer doesn’t have to re-learn a new workflow every time they start a new project.

			

			In addition to these, there will be tools to assist with features such as networking, easing the process of managing images and sound, animations, debugging, and many more. Often, game engines will include the ability to import content from other tools, such as those used to create animations or 3D models.

			Using a game engine allows the developer to focus on building their game rather than creating the underlying framework needed to make it work. For small or independent developers, this can mean the difference between releasing a game after one year of development instead of three, or even never at all.

			There are dozens of popular game engines on the market today, such as Unity, Unreal Engine, and GameMaker Studio, just to name a few. An important fact to be aware of is that the majority of popular game engines are commercial products. They may or may not require any financial investment to get started, but they will require some kind of licensing and/or royalty payments if your game makes money. Whatever engine you choose, you need to carefully read the user agreement and make sure you understand what you are and are not allowed to do with the engine, and what hidden costs, if any, you may be responsible for.

			On the other hand, some engines are non-commercial and open source, such as the Godot game engine, which is what this book is all about.

			What is Godot?

			Godot is a fully featured modern game engine, providing all of the features described in the previous section and more. It is also completely free and open source, released under the very permissive MIT license. This means there are no fees, no hidden costs, and no royalties to pay on your game’s revenue. Everything you make with Godot 100% belongs to you, which is not the case with many commercial game engines that require an ongoing contractual relationship. For many developers, this is very appealing.

			If you’re not familiar with the concept of open source, community-driven development, this may seem strange to you. However, much like the Linux kernel, Firefox browser, and many other very well-known pieces of software, Godot is not developed by a company as a commercial product. Instead, a dedicated community of passionate developers donates their time and expertise to building the engine, testing and fixing bugs, producing documentation, and more.

			As a game developer, the benefits of using Godot are many. Because it is unencumbered by commercial licensing, you have complete control over exactly how and where your game is distributed. Many commercial game engines restrict the types of projects you can make or require a much more expensive license to build games in certain categories, such as gambling.

			Godot’s open source nature also means there is a level of transparency that doesn’t exist with commercial game engines. For example, if you find that a particular engine feature doesn’t quite meet your needs, you are free to modify the engine itself and add the new features you need, with no permission required. This can also be very helpful when debugging a large project because you have full access to the engine’s internal workings.

			It also means that you can directly contribute to Godot’s future. See additional topics in Chapter 7 for more information about how you can get involved with Godot development.

			Now that you have an understanding of what Godot is and how it can help you build a game, it’s time to get started. In the next section, you’ll see how to download Godot and set it up for use on your own computer.

			Downloading Godot

			You can download the latest version of Godot by visiting https://godotengine.org/ and clicking Download Latest. This book is written for version 4.0. If the version you download has another number at the end (such as 4.0.3), that’s fine – this just means that it includes updates to version 4.0 that fix bugs or other issues.

			On the download page, you will also see a standard version and a .NET version. The .NET version is specially built to be used with the C# programming language. Don’t download this one unless you plan to use C# with Godot. The projects in this book do not use C#.
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			Figure 1.1: The Godot download page

			Unzip the downloaded file, and you’ll have the Godot application. Optionally, you can drag it to your Programs or Applications folder, if you have one. Double-click the application to launch it and you’ll see Godot’s Project Manager window, which you’ll learn about in the next section.

			Alternate installation methods

			There are a few other ways to get Godot on your computer besides downloading it from the Godot website. Note that there is no difference in functionality when installed this way. The following are merely alternatives for downloading the application:

			
					Steam: If you have an account on Steam, you can install Godot via the Steam desktop application. Search for Godot in the Steam store and follow the instructions to install it. You can launch Godot from the Steam application:

			

			
				
					[image: Figure 1.2: The Godot engine on Steam]
				

			

			Figure 1.2: The Godot engine on Steam

			
					Itch.io: You can also download Godot from the popular itch.io website. Itch is a marketplace for independent game developers and creators. Search for Godot and download it from the provided links.

					Package Managers: If you’re using one of the following operating system package managers, you can install Godot via its normal installation process. See the documentation for your package manager for details. Godot is available in these package managers:	Homebrew (macOS)
	Scoop (Windows)
	Snap (Linux)



			

			Android and web versions

			You will also see downloads available for Godot versions that run on Android and in your web browser. At the time of this writing, these versions are listed as “experimental” and may not be stable or fully functional. It is recommended that you use the desktop version of Godot, especially while you’re learning.

			Congratulations, you have successfully installed Godot on your computer. In the next section, you will see an overview of Godot’s editor interface – the purposes of the various windows and buttons you’ll use when working with the editor.

			Overview of the Godot UI

			Like most game engines, Godot has a unified development environment. This means that you use the same interface to work on all of the aspects of your game – code, visuals, audio, and so on. This section is an introduction to the interface and its parts. Take note of the terminology used here; it will be used throughout this book when referring to actions you’ll take in the editor window.

			Project Manager

			The Project Manager window is the first window you’ll see when you open Godot:
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			Figure 1.3: Project Manager

			Opening Godot for the first time

			The first time you open Godot, you won’t have any projects yet. You’ll see a pop-up window asking if you want to explore official example projects in the Asset Library. Select Cancel, and you’ll see the Project Manager as it appears in the preceding screenshot.

			In this window, you can see a list of your existing Godot projects. You can choose an existing project and click Run to play the game or Edit to work on it in the Godot editor. You can also create a new project by clicking New Project:

			
				
					[image: Figure 1.4: New project settings]
				

			

			Figure 1.4: New project settings

			Here, you can give the project a name and create a folder to store it in. Note the warning message – a Godot project is stored as a separate folder on the computer. All the files that the project uses must be located in this folder. This makes it convenient to share Godot projects because you only need to zip the project folder and you can be confident that another Godot user will be able to open it and not be missing any necessary data.

			Renderer

			When creating a new project, you also have the choice of Renderer. The three options represent the balance between advanced, high-performance graphics that require a modern desktop GPU, and compatibility with less-capable platforms such as mobile and older desktops. You can change this option later if you need, so it’s OK to leave it as the default setting. If you later decide to build games for the mobile platform, the Godot documentation has a great deal of information regarding performance and rendering options. See Chapter 7 for links and more information.

			Choosing filenames

			When you’re naming your new project, there are a few simple rules you should try and follow that may save you some trouble in the future. Give your project a name that describes what it is – Wizard Battle Arena is a much better project name than Game #2. In the future, you’ll never be able to remember which game number two was, so be as descriptive as possible.

			You should also think about how you name your project folder and the files in it. Some operating systems are case-sensitive and distinguish between My_Game and my_game, while others do not. This can lead to problems if you move your project from one computer to another. For this reason, many programmers develop a standardized naming scheme for their projects, such as not using spaces in filenames and using _ between words. Regardless of what naming scheme you adopt, the most important thing is to be consistent.

			Once you’ve created the project folder, the Create Edit button will open the new project in the editor window. Try it now: create a project called test_project.

			Console window

			If you’re using a version of the Windows operating system, you’ll also see a console window open when you run Godot. In this window, you can see warnings and errors produced by the engine and/or your project. This window doesn’t appear on macOS or Linux, but you can see the console output if you launch the application from the command line using a Terminal program

			Editor window

			The following figure is a screenshot of the main Godot editor window. This is where you will spend most of your time when building projects in Godot. The editor interface is divided into several sections, each offering different functionality. The specific terminology for each section is described after Figure 1.5:
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			Figure 1.5: The Godot editor window

			The main portion of the editor window is the Viewport. This is where you’ll see the parts of your game as you’re working on them.

			In the top center of the window is a list of the Workspaces you can switch between when working on different parts of your game. You can switch between 2D and 3D mode, as well as Script mode, where you’ll edit your game’s code. AssetLib is a place where you can download add-ons and example projects contributed by the Godot community. See Chapter 7 for more information about using the asset library.

			Figure 1.6 shows the toolbar for the current workspace you’re using. The icons here will change based on what kind of object you’re working with:
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			Figure 1.6: Toolbar icons

			The buttons in the upper-right playtest area are for launching the game and interacting with it when it’s running:

			[image: Figure 1.7: Playtest buttons]

			Figure 1.7: Playtest buttons

			On the left and right sides are the Docks or Tabs you can use to view and select game items and set their properties. On the bottom of the left-hand dock, you’ll find the FileSystem tab. All the files in the project folder are shown here, and you can click on folders to open them and see what they contain. All resources in your project will be located relative to the res:// path, which is the project’s root folder. For example, a file path might look like this: res://player/player.tscn. This refers to a file in the player folder:

			
				
					[image: Figure 1.8: The FileSystem tab]
				

			

			Figure 1.8: The FileSystem tab

			At the top of the left-hand dock is the Scene tab, which shows the current scene you are working on in the viewport (more about scenes after Figure 1.9):

			
				
					[image: Figure 1.9: The Scene tab]
				

			

			Figure 1.9: The Scene tab

			On the right-hand side, you’ll find a box labeled Inspector, where you can see and adjust the properties of your game objects.

			As you work through the game projects in this book, you’ll learn about the functionality of these items and become familiar with navigating the editor interface.

			After reading this section, you should feel comfortable with the layout of the Godot editor window and the names of the elements you’ll be seeing throughout the book. You’re one step closer to finishing this introduction and getting started on a game. First, though, did you notice those items in Figure 1.9? Those are called nodes, and you’ll find out what they’re all about in the next section.
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